МИНИСТЕРСТВО ОБРАЗОВАНИЯ РЕСПУБЛИКИ БЕЛАРУСЬ

Белорусский Государственный Технологический Университет

**РЕФЕРАТ**

по дисциплине: «Основы Алгоритмизации и Программирования»

на тему: “ Отличие объектов, созданных разными структурами данных”

Выполнил студент группы

Оглавление

[Массив(Array) 2](#_Toc158319708)

[Вектор(Vector) 3](#_Toc158319709)

[Список(List) 4](#_Toc158319710)

[Стек(Stack) 4](#_Toc158319711)

[Очередь(Queue) 5](#_Toc158319712)

[Дерево(Tree) 6](#_Toc158319713)

[Граф(Graph) 8](#_Toc158319714)

[Хеш-таблица(Hash Table) 8](#_Toc158319715)

[Сравнение объектов, созданных различными структурами данных 9](#_Toc158319716)

# Массив(Array)

**Массив** - это структура данных, представленная в виде группы ячеек одного типа, объединенных под одним единым именем.

**Применение**: Массивы используются для обработки большого количества однотипных данных.

Пример:

#include <iostream>

int main() {

int numbers[5] = { 1, 2, 3, 4, 5 };

// Доступ к элементам массива по индексу

std::cout << "Third element: " << numbers[2] << std::endl;

// Изменение значения элемента

numbers[1] = 10;

std::cout << "Array: ";

for (int i = 0; i < 5; ++i) {

std::cout << numbers[i] << " ";

}

return 0;

}

![](data:image/png;base64,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)

# Вектор(Vector)

Вектор в C++ - это динамический массив, предоставляемый стандартной библиотекой (STL). **В отличие от обычного массива, вектор имеет динамический размер и обеспечивает удобное управление памятью**.

**Применение**: Векторы используются для хранения и обработки динамических последовательностей данных, где необходимо эффективное добавление и удаление элементов.

Пример:

#include <iostream>

#include <vector>

int main() {

// Создание вектора чисел

std::vector<int> numbers = { 1, 2, 3, 4, 5 };

// Доступ к элементам вектора по индексу

std::cout << "Third element: " << numbers[2] << std::endl;

// Изменение значения элемента

numbers[1] = 10;

// Добавление элемента в конец вектора

numbers.push\_back(6);

// Вывод всех элементов вектора

std::cout << "Vector: ";

for (const auto& num : numbers) {

std::cout << num << " ";

}

return 0;

}

![](data:image/png;base64,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)

**Примечание**:

Векторы в C++ обладают множеством удобных методов, таких как push\_back, pop\_back, size, и другие. Они предоставляют динамическое управление размером и автоматическое управление памятью, что делает их удобными для работы с изменяющимися данными.

# Список(List)

**Список в C++ представляет собой структуру данных, представленную в виде двусвязного списка узлов**. Каждый узел содержит данные и указатели на предыдущий и следующий узлы.

**Применение**: Списки используются для эффективного добавления и удаления элементов в середине структуры данных, также они обеспечивают гибкость в управлении памятью.

Пример:

#include <iostream>

#include <list>

int main() {

// Создание списка чисел

std::list<int> numbers = { 1, 2, 3, 4, 5 };

// Вставка элемента после второго элемента списка

auto it = std::next(numbers.begin(), 1);

numbers.insert(it, 6);

// Удаление третьего элемента списка

it = std::next(numbers.begin(), 2);

numbers.erase(it);

std::cout << "List: ";

for (const auto& num : numbers) {

std::cout << num << " ";

}

return 0;

}
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**Примечание**:

Списки эффективны тем, что позволяют вставлять и удалять элементы из середины списка, но могут быть менее эффективны, чем массивы или векторы, поскольку доступ к элементам осуществляется последовательно. Структура двусвязных списков позволяет эффективно выполнять операции вставки и удаления, что делает списки подходящими для различных сценариев.

# Стек(Stack)

**Стек в C++ - это структура данных, которая работает по принципу LIFO (last in, first out).** Это означает, что последний элемент, добавленный в стек, вынимается первым.

**Применение**: Стеки полезны в ситуациях, когда необходимо отслеживать порядок обработки данных, например при реализации рекурсивных алгоритмов или управлении вызовами функций.

Пример:

#include <iostream>

#include <stack>

int main() {

// Создание стека чисел

std::stack<int> numbers;

// Добавление элементов в стек

numbers.push(1);

numbers.push(2);

numbers.push(3);

// Вывод верхнего элемента стека

std::cout << "Top element: " << numbers.top() << std::endl;

// Удаление верхнего элемента

numbers.pop();

// Проверка, пуст ли стек

std::cout << "Is stack empty? " << (numbers.empty() ? "Yes" : "No") << std::endl;

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMkAAAA2CAYAAABtAr3JAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAeUSURBVHhe7Z09TCNHFICfnY4mXZCwMDqhCFLRRJEsU9hIKQJVGhcGiS4yblJtARJKJCQo3IObFCjgwuVJcEqDKbBWOl0TXQNCFBi5yNGmoHPmzc6Od+3dndkfwmLeJ62OXY9mZ3fmzfvZeXOZpaWlwdTUFJimCQRBjJMV/xIE4UP28fERnp6exClBEKOQJiEIBSQkBKEgMzMzM5ienobb21txiSAIJ6RJCEIBCQlBKCAhIQgFr15IMmsHcHl5OTwO1sQvBJEM0nH/6sffoVnJicvj9Ns1WD+8FmfpI5NZhK2TJlR6DShtn4mr6SWzWIeTZgV6jTJsnw3E1eTBSaRjFMQZ0od2bQMOr5/vnpOG1CTXh+tQKpX4Ua612avEl1mW19IsIIQ/g7Nt2Yd4sK6FSvME6osZUYJQQT7JG+PmqAUm5GB2XlwglEQSksX6qa8fgGZP/fQSTuuL7nKndVjMhJ+9kvI5gurhv2H77DL4NzOHTnnZA1hztDuwHo1nt693mKmFxm3B6AzLjdwLsctjnYmwMAd58SehR2ghwU5rVnrQKFumWLncALNgjA3eXKUJzWIXaqxcuVyDNlSgub8qftXDsqdBeS8VWvXkWPuqD1BDUzNXhN3dWWhxs7MAy6LZuu3hzz7bGpZhde9uLfDfbLPWMmkBTOaT4Ll1bMPZ4Hl9hdVNJpz9NhyfiwuEklBCksmswSZz7s3GjuzMweAMdhommxKrbjuXdURt4wiuWbnB4BouumxIFJbHZko/uCNeLbBqjl33Om4/Xz1m6whu+F9sju8ew/nNPfT4ecj24LPvWKMQy1yx15OLaN/YQhXHJ3RqP6PAfM09q18IPcJpktVlNq/24eFOnNvcPbCrI3Zu797VETf3ONzyMGdNqBrMwywbqzgrD82Ry8AInDe69bifq3dvicuQEO0ZefaXxum8l2tdKDY7yZlvb4DUO+5ucyS6WZK2el6KwfUhtFCzFVci+YhvkXBC4qUxkPlZdtWEqwA7d2EO3cUejE3QvtzBA7dkwvkx46StHuK1EUpI7FmoYOxLGxz9lH3DbauPgh/OdplZElRmlKEfY8DBWvQZL231SIS/oxK6pKNb6J/gt0X0v8gv0SO0uXW2XYKGWQCjY4UuOx0D8l5f4zHqI+x2DHfil+Wwzic6rTXmGLvDpOxwRJNkSLXTBO4eyPueykCCTj06JFUPwgMeGOFyvCevEHBc1g4c7WSHHZ17zq/8k0bi+SQ8CvSKlocQhIrUO+4E8dKQkBCEAkrfJQgFpEkIQgEJCUEoICEhCAUkJAShgIREwD9KRsx5mQTsj7J4JLKiYIJwCcno11l5RPiinBS4pAWTn6jjvEnq/cg8l4ZprSgI2ee4POmAjxevJLXh6ofXiEtIcMkJf1E8IciR405fzt8MuKweBWUsP0iTfj8PVZFgNimQuUWM47faW4NetwswYcvwIwmJM9PNOqItzAuqRy5c1MgFd9rT/PAxFdzmZLAJYJsxUUyFsedytIf/psinTypX3ioz3n6VibawUmR1eiTX6XB/AV0owkqAMtHtr7QQWkjwBZ8Yhdi52ap6pI2syAXHQbcLe/I3O+/cubTctpeNfJvn3Fvl9gBWvJep87bh4DMbrOx6qD2qsD1J5NMjQfsE6Lwfe2eU4siI9cpztwUTBy1mW5qNqHtz3cBRqweVTe93iwKis0dCmgivSXiCVcRZxklC9aAN7VyC75VTvrBVZcPPhIbIuUcwP+Tw0MPXWtgaCkhIXyypfHpJzH0C5LtwmD84YSwH5ZPwiaEUbyn9+RUb+OPtxHtr75GQIriQfP1diZ9ocX4M7X4OKk1U7zGiFknVwxiNyrk2LGTMY3K6eSU7xhec4SMKiEVS+fSC2PsE4GtGbVUBObHzfQr8s0j7sWc/WzjdWpETZo+EFJH99pc/oPjuX3Gqhs/A66gmmfqPMciTqgcFxCgwLSHUNx44Mdng7M4zh3XAmZvPam5zLSypyoO/YT4CV0DWiF1lasQrQxT7g8tgQqBw5qtbMAlxruzGzzPw5fMncarP2CD3sUFVxKnHNh2CtITsfF0z5XyHZx+iNgj/7eF58+DD7xNgPf8Rz7nG58f3ZULryLsC/ASQ2Ha2KJzowM+JcyTGHgkvSfYH+Aj/PIizSFgmRnw17VNPYC64NSghPydtbkuz8D8l3ORgit5wbI7HHdW6t7OITrGlUDqhBAUHZKJ58A4wmOC5T4BOrjz6CPj8HQMKPhOKHdyIGqkcxXoXAMXiUI1H3SPhpXE57rZtb4UVbROIXXNEHkbDd7457gp06+GOHUZwMAIiy1sdyWfJPcvmboqc++pDjWsCJ9g5G3YURd5vF+DCf+o630HNFl5QksyDR2GT7WV94rVPQND7scEyPHjApor2/7h1I0bXejm3P6a9R0KKyHz4+8Pgz1934P0nSrpKCzxKlvA+ATz0iuFkR4SP0CPb/jgD74rfi1NiEsFvN0wR0famEcn+9dtP8PnLN+KUmCSk+Wzk6T/uiQHluBOEgkhrtwjiLUFCQhAKSEgIQgEJCUEoICEhCAUkJAShgISEIBSQkBCEAhISgggE4D8lc7DxCAuuHwAAAABJRU5ErkJggg==)

**Примечание**:

Стеки подходят для определенных ситуаций, таких как вызовы функций и алгоритмическое управление состоянием, поскольку они обеспечивают эффективные операции добавления и удаления элементов с одного конца.

# Очередь(Queue)

**Очередь в C++ представляет собой структуру данных, работающую по принципу "First In , First Out" (FIFO).** Это означает, что первый элемент, добавленный в очередь, будет первым, который будет извлечен.

**Применение**: Очереди часто используются там, где необходимо управлять элементами в порядке, в котором они приходят, например, в системах управления заданиями, обработке запросов и т.д.

Пример:

#include <iostream>

#include <queue>

int main() {

// Создание очереди чисел

std::queue<int> numbers;

// Добавление элементов в очередь

numbers.push(1);

numbers.push(2);

numbers.push(3);

// Вывод переднего элемента очереди

std::cout << "Front element: " << numbers.front() << std::endl;

// Удаление переднего элемента

numbers.pop();

// Проверка, пуста ли очередь

std::cout << "Is queue empty? " << (numbers.empty() ? "Yes" : "No") << std::endl;

return 0;

}

![](data:image/png;base64,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)

**Примечание**:

Очередь является удобной структурой данных для сценариев, где порядок поступления элементов важен. Она часто используется для управления задачами в операционных системах, а также в сетевых и параллельных вычислениях.

# Дерево(Tree)

**Дерево в программировании представляет собой иерархическую структуру данных, состоящую из узлов. Каждый узел может иметь одного родителя и ноль или более дочерних узлов**.

**Применение**: Деревья используются для организации данных в иерархической форме, представления отношений иерархии, поиска и сортировки данных.

**Узлы дерева**: Каждый узел дерева состоит из данных (ключа) и ссылок на дочерние узлы (поддеревья). В деревьях бинарного поиска (BST), каждый узел имеет не более двух дочерних узлов: левого и правого.

Пример:

#include <iostream>

// Определение структуры для узла бинарного дерева

struct TreeNode {

int data;

TreeNode\* left;

TreeNode\* right;

// Конструктор для удобного создания узлов

TreeNode(int value) : data(value), left(nullptr), right(nullptr) {}

};

TreeNode\* insert(TreeNode\* root, int value) {

// Если узел пуст, создаем новый узел с переданным значением

if (root == nullptr) {

return new TreeNode(value);

}

// Рекурсивно ищем место для вставки в левое или правое поддерево

if (value < root->data) {

root->left = insert(root->left, value);

}

else if (value > root->data) {

root->right = insert(root->right, value);

}

return root; // Возвращаем указатель на измененный узел

}

// Рекурсивная функция для обхода дерева

void inOrderTraversal(TreeNode\* node) {

if (node != nullptr) {

// Рекурсивно обходим левое поддерево

inOrderTraversal(node->left);

// Выводим значение текущего узла

std::cout << node->data << " ";

// Рекурсивно обходим правое поддерево

inOrderTraversal(node->right);

}

}

int main() {

// Создание бинарного дерева поиска

TreeNode\* root = nullptr;

root = insert(root, 10);

insert(root, 5);

insert(root, 15);

insert(root, 3);

insert(root, 7);

// Проход по дереву

std::cout << "In-order traversal: ";

inOrderTraversal(root);

std::cout << std::endl;

return 0;

}

![](data:image/png;base64,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)

**Примечание:** Бинарные деревья могут использоваться для эффективного поиска, вставки и удаления данных. Различные типы деревьев, такие как AVL-деревья или красно-черные деревья, могут обеспечивать балансировку для оптимизации производительности.

# Граф(Graph)

**Граф в программировании представляет собой коллекцию узлов (вершин) и рёбер (ребра), которые соединяют эти узлы**. Узлы могут представлять сущности, а рёбра - отношения между этими сущностями.

**Применение**: Графы используются для моделирования отношений между объектами в различных областях, таких как социальные сети, транспортные системы, вычислительные сети и многие другие.

**Вершины и рёбра графа**: Вершины представляют объекты, а рёбра - отношения между этими объектами. Граф может быть направленным (рёбра имеют направление) или ненаправленным.

# Хеш-таблица(Hash Table)

В программировании **хэш-таблица - это структура данных, которая использует хэш-функции для сопоставления данных с индексами (слотами) в массиве для быстрого поиска**.

**Области применения**: Хеш-таблицы широко используются при реализации ассоциативных массивов, множеств и других структур данных, требующих эффективного поиска, вставки и удаления элементов.

**Хэш-функции**: Хэш-функции принимают входные данные и генерируют хэш-код фиксированного размера. Хорошие хэш-функции стремятся равномерно распределить данные по слотам, чтобы минимизировать коллизии (случай, когда два разных фрагмента данных соответствуют одному и тому же слоту).

# Сравнение объектов, созданных различными структурами данных

**Таким образом объект, созданный разными структурами данных имеет разное применение, разный функционал, разный синтаксис.**

**Массивы:**

Применение: Хранение последовательности элементов одного типа с прямым доступом по индексу.

Функционал: Эффективный доступ и изменение элементов, поддержка множества операций (сортировка, поиск и т.д.).

**Векторы**:

Применение: Динамический массив, предоставляющий быстрые операции вставки и удаления в конец, а также произвольный доступ по индексу.

Функционал: Динамическое изменение размера, эффективный доступ, поддержка множества операций, таких как вставка, удаление, сортировка.

**Списки**:

Применение: Упорядоченные коллекции элементов разных типов, динамическое изменение размера.

Функционал: Вставка/удаление в середине списка, простое добавление/удаление элементов.

**Стеки**:

Применение: Хранение элементов с доступом только к вершине, работа по принципу "Last In, First Out" (LIFO).

Функционал: Вставка и удаление элементов с вершины, поддержка рекурсии.

**Очереди**:

Применение: Хранение элементов с доступом к первому вставленному элементу, работа по принципу "First In, First Out" (FIFO)

Функционал: Вставка в конец и удаление из начала, использование в задачах с ожиданием (например, управление задачами).

**Деревья**:

Применение: Организация данных в иерархической структуре, поиск, сортировка, представление иерархической информации.

Функционал: Эффективный поиск, вставка, удаление, различные виды обхода (ин-ордер, пре-ордер и т.д.).

**Графы**:

Применение: Представление отношений между объектами, моделирование сетей, социальных связей и т.д.

Функционал: Обходы (DFS, BFS), поиск путей, алгоритмы на основе графов (кратчайший путь, минимальное остовное дерево и т.д.).

**Хеш-таблицы**:

Применение: Реализация ассоциативных массивов, быстрый поиск, вставка и удаление.

Функционал: Эффективное распределение данных по хеш-функции, обработка коллизий, поиск в среднем за константное время.
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